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# Introduction

The CopilotBuilder platform allows users to write scripts that can be included as workflow steps. A script will receive the output of the previous step (or the input into the workflow, if it’s the first step), and the output of the script will be passed on to the next workflow step.

This permits users to examine and transform data as they make their way through the workflow, for example, adding additional data from outside sources or transforming data to/from a certain format.

# What is Yarr?

The scripting language used by CopilotBulder is a subset of Common LISP. It was developed by the CopilotBuilder team for use as a scripting language during workflow processing. We built Yarr to be able to seamlessly interoperate with Microsoft .NET libraries, allowing Yarr scripts to natively invoke and reference Microsoft .NET assemblies.

# The Yarr syntax (LISP 101)

The basis of all LISP-like languages is the *s-expression* (“symbolic expression”)*,* or *list.* This is a list of *atoms* enclosed in parenthesis, for example:

(1 2 3)

(alpha beta Charlie delta)

(an s-expression (with a nested) s-expression)

Notice in the 3rd example that a list can have lists nested within.

Yarr expressions are written as lists, using prefix notation: the first element of a list is assumed to be a method or function, and the rest of the list is assumed to contain the arguments.

This reliance on lists gives the language great flexibility. Because Yarr functions are themselves lists, they can be processed exactly like data. This permits writing scripts which create or manipulate other scripts. Yarr provides several features that facilitate this kind of meta-programming.

Many modern LISP implementations encourage a functional programming style, and Yarr is no exception. Most language elements in Yarr are first-class objects, including types and functions, which encourages good programmers to write concise, recursive code. Yarr scripts can potentially do more work with less written code than programs written in a procedural language like C#.

Unlike many other scripting languages, it is possible to alter the Yarr syntax at runtime through the use of *reader macros*, which are described later in this document. This allows users to customize the “look and feel” of the Yarr scripting code to meet domain-specific requirements.

# A Yarr tutorial

Users can create and execute Yarr scripts from within CopilotBuilder. Select “Scripts” from the left navigation bar:

![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)

Then click the “Add Script” button in the upper right:
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The resulting form has two boxes: a “Script Code” text box where the user enters their script code, and a “Script Output” text box where CopilotBuilder shows the result of executing the script by clicking the “Run Script” button.

Note that all CopilotBuilder scripts run server-side, so if a script is to make use of external resources such as databases, web endpoints, etc., those resources must be accessible from the CopilotBuilder server, not just from the user’s web browser.

Code in this tutorial can be run by copying it into the “Script Code” text box, and then clicking “Run Script” to see the results. In this document, text before the 🡪 is script code, and text after the 🡪 is the result of evaluating the script code.

## Overview

When Yarr encounters a list, it expects the first element of the list to be a function, and the rest of the list contains the parameters to the function. Yarr is a *symbolic language*. Other languages such as JavaScript or C# have variables, and values are assigned to variables. Yarr has *symbols*, which are first class objects. We can assign values to symbols (called *binding* the symbol), and treat them as variables, but symbols can exist and be used without having values bound to them.

Scripts produce output by calling the **pr** and **prl** functions, which convert their parameters to strings and write them out. The **prl** function is the same as the **pr** function, but terminates the existing line so that the next output will be on a new line. If neither function is called in the script, then the script output will be the result of the last statement executed.

## Creating and manipulating lists

One way to create lists is with the **list** function:

(list 1 2 3)

🡪 (1 2 3)

(list a b (list c d) e)

🡪 (a b (c d) e)

In the second example, we created a nested list. The Yarr interpreter evaluates a function’s parameters before calling the function, so the expression (list c d) is evaluated first, producing (c d), and then the outer expression is evaluated. In the second expression, the symbols **a, b, c, d,** and **e**don’t have any values bound to them, so they evaluate to themselves.

It’s also possible to create a list using the **quote** function:

(quote (1 2 3))

🡪 (1 2 3)

'(1 2 3)

🡪 (1 2 3)

(quote (a b (c d) e))

🡪 (a b (c d) e)

'(a b (c d) e)

🡪 (a b (c d) e)

**quote**, which can be abbreviated to a single quote character, tells Yarr to not process the list that follows it, but to simply return it as-is.

Internally, a list is represented as a pair, called a *cons* (for “construct”) *node*. The first member of the pair is the first element of the list, and the second member is the rest of the list. For historical reasons, the first element of the cons node is called the **car**, and the second element is called the **cdr**. The functions **first** and **rest** are synonyms for **car** and **cdr**:

(car '(a b c))

🡪 a

(first '(a b c))

🡪 a

(cdr '(a b c))

🡪 (b c)

(rest '(a b c))

🡪 (b c)

Notice the use of **quote** (') in the above examples. Normally, a function’s parameters are evaluated before calling the function, so without the quote:

(car (a b c))

The Yarr runtime would try to evaluate (a b c) as a call to some function **a** (or a call to a method named **a** on the .NET object **b**). The quote prevents this evaluation.

The **car** and **cdr** functions can be nested to get particular list elements, and there is also an **nth** function to get an element at a particular list position (zero-based):

(car (cdr '(a b c)))

🡪 b

(cadr '(a b c))

🡪 b

(nth 1 '(a b c))

🡪 b

In the second example, the **cadr** function provides a short-hand for (car (cdr …)). There are similar functions **caar, cdar, cddr, caaar, caadr, cadar, caddr, cdaar, cdadr, cddar,** and **cdddr,** familiar to LISP and Scheme programmers, that do what is expected.

If we have two objects, and want to create a cons node, we use the **cons** function:

(cons a '(b c))

🡪 (a b c)

(cons a b)

🡪 (a . b)

In the second example, we create a cons node that is not a list: it’s just a pair of objects, called a *dotted pair* because of how it is represented. A list has a specific internal representation using nested cons nodes. In other words, all lists are (nested) cons nodes, but not all cons nodes are lists.

Lists can be appended together with the **append** function, which takes any number of list parameters, appends them all together:

(append '(a b c) '(1 2 3) '(d e f))

🡪 (a b c 1 2 3 d e f)

## Symbols and variables

Now that we can create lists, we need a way of storing them for later use. In Yarr, we do this by binding them to symbols. This is equivalent to assigning an object to a variable in other programming languages. However, in Yarr symbols are more than just references to memory locations, and don’t necessarily need to have values bound to them, which is why we can write expressions such as (list a b) without having to define what **a** and **b** are.

The assignment function in Yarr is **=,** which for historical reasons has synonyms **setq** and **setf**:

(= bar '(a b c))

🡪 (a b c)

(= foo (+ 3 4 5))

🡪 12

(= foo (+ 3 4 5))

(\* FOO 5)

🡪 60

Note that, as in the first example, the assignment function returns the value that was assigned.

In the second and third examples, we introduce the arithmetic functions **+** and **\***. Most Yarr arithmetic functions are *n-ary*, that is, they can take an arbitrary number of parameters, as shown in the example with the addition function. Note also that Yarr symbols are case-insensitive, so **foo, Foo, fOo, foO**, etc. are all the same symbol.

It’s possible to make multiple assignments at once:

(= foo '(a b c) bar '(1 2 3))

(prl foo)

(prl bar)

🡪

(a b c)

(1 2 3)

When making multiple assignments, the value returned is the last one assigned.

The assignment function has more capability than simple value binding, for example:

(= foo '(a b (c d) e))

(prl "initial foo = " foo)

(= (car foo) f)

(prl "after setting (car foo) = " foo)

(= (nth 2 foo) g)

(prl "after setting (nth 2 foo) = " foo)

(= (rest foo) '(x y z))

(prl "after setting (rest foo) = " foo)

🡪

initial foo = (a b (c d) e)

after setting (car foo) = (f b (c d) e)

after setting (nth 2 foo) = (f b g e)

after setting (rest foo) = (f x y z)

In most cases, if a Yarr expression retrieves a value, then assigning to that expression will set the value.

## Arrays

Yarr has comprehensive support for .NET arrays. The easiest way to define an array is using the special array syntax:

(= foo [1 2 3])

🡪 [1 2 3]

For those familiar with Common LISP, Yarr also supports the Common LISP array syntax:

(= foo #(1 2 3))

🡪 [1 2 3]

The pound-sign (#) in the example above indicates that (1 2 3) is an array, not a list. Continuing the example, we can use the **typeof** function to see that this is an actual .NET array:

(= foo [1 2 3])

(typeof foo)

🡪 #<System.Int32[]>

We can create arrays of objects as well:

(= foo [1 a "string" 3.0])

(typeof foo)

🡪

#<System.Object[]>

If all of the elements of an array are of the same type, then Yarr will create a .NET array of that type. Otherwise, it will create an array of objects, as shown in the previous example.

There is also support for nested arrays:

(= foo [[1 2 3] [4 5 6] [7 8 9]])

(typeof foo)

🡪

#<System.Int32[][]>

The […] and #(…) syntax are just a short-hand for calling the **array** function, so the following are equivalent:

(prl [1 2 3])

🡪

[1 2 3]

(prl #(1 2 3))

🡪

[1 2 3]

(prl (array 1 2 3))

🡪

[1 2 3]

We can also create multidimensional arrays, using the syntax borrowed from Common LISP:

(= foo #2a((1 2 3)(4 5 6)(7 8 9)))

(typeof foo)

🡪

#<System.Int32[,]>

The syntax is #*nn*a(…) where *nn* specifies the *rank* of the array. The one-dimensional case is so common that Yarr assumes the “1a,” but it can still be supplied:

(= foo #1a(1 2 3 4))

🡪

[1 2 3 4]

For rank > 1, the #*nn*a(…) syntax is really a short-hand for calling the **md-array** function, so the following are equivalent:

#2a((1 2)(3 4))

🡪

#2a((1 2)(3 4))

(md-array 2 '((1 2)(3 4)))

🡪

#2a((1 2)(3 4))

Note that unlike the **array** function, which puts all of its arguments into a one-dimensional array, the **md-array** function explicitly takes a list as an argument and constructs an array out of it.

Since these are .NET arrays, we can call their various .NET array methods:

(= foo [1 2 3 4])

(prl (length foo))

(prl "foo.length = " foo.length)

🡪

4

foo.length = 4

Note that .NET fields and properties can be accessed directly, so we can use foo.length as well as (foo.length) or (length foo) to get the value.

We can access arrays using the .NET **GetValue/SetValue** methods, but an easier way is to use the built-in **aref** function:

(= foo [1 2 3 4])

(pr (aref foo 0))

(pr (aref foo 2))

🡪

1 3

(= bar #2a((1 2)(3 4)))

(pr (aref bar 0 0))

(pr (aref bar 0 1))

(pr (aref bar 1 0))

(prl (aref bar 1 1))

(= (aref bar 0 1) 10)

(prl bar)

🡪

1 2 3 4

#2a((1 10)(3 4))

The last example shows how to assign values to array elements.

Just as we can reference .NET types directly by name, for example using the symbol **int32** to refer to the type **System.Int32**, we can also refer to array types using symbol names. The convention used is that, for a given type **T**, an array of **T** is referenced as **T\*** and a multi-dimensional array of **T** is referenced as **T\**n*** where ***n*** is the rank. For example:

Int32\* ; Array of Int32

🡪

#<System.Int32[]>

Int32\*2 ; Rank 2 array of Int32

🡪

#<System.Int32[,]>

Int32\*\* ; Array of array of Int32

🡪

#<System.Int32[][]>

Int32\*2\* ; Array of rank 2 array of Int32

🡪

#<System.Int32[,][]>

This gives us a way to create arrays, using the **new** function:

(new int32\* 5)

🡪

[0 0 0 0 0]

(new int32\*2 3 2)

🡪

#2a((0 0) (0 0) (0 0))

There is also a **make-array**, which is more efficient than **new** at making arrays, since it invokes **System.Array.CreateInstance** directly instead of going through **System.Activator** as **new** does:

(make-array int32 3 2)

🡪

#2a((0 0) (0 0) (0 0))

(make-array int32 5)

🡪

[0 0 0 0 0]

## Closures, functions, and special forms

Yarr is a *lexically scoped* language. When a script executes, Yarr provides it with its own *environment*. This environment provides, among other things, a symbol table where symbols are defined, and the lexical scope where symbols are bound to objects. When a Yarr function is defined, Yarr ensures that the function *encloses* the environment in which it is defined. When the function is later invoked, it is invoked in this enclosed environment. This pair—the function, and the associated environment—is called a *closure*. We will often use the words *function* and *closure* interchangeably. We’ll elaborate on this later in this document.

Flow control is Yarr is handled with *special forms*. A special form is similar to a closure, except that it does not have an enclosed environment (it always executes in the same environment as its caller), and the arguments are not evaluated before the special form is called. Special forms are the Yarr analog of language keywords, such as **if**, **while**, **for**, etc. in other languages.

Functions in Yarr are defined using the special form **fn**. For historical reasons, **lambda** can be used as a synonym for **fn**.

The **fn** special form creates a closure:

(fn (x y) (+ x y))

Creates a closure with two parameters, **x** and **y**. The symbols **x** and **y** are bound to the function’s arguments in an environment local to the function. The result of evaluating this function is the sum of the two arguments:

(= x 10 y 20) ;; sets x = 10, y = 20

(prl (+ x y))

(prl ((fn (x y) (+ x y)) 5 6))

🡪

30

11

Note the third line of the example: when Yarr evaluates ((fn (x y) (+ x y)) 5 6) it evaluates the first element of the list, which is (fn (x y) (+ x y)). This evaluates to a closure taking two arguments. Next, Yarr evaluates (*anonymous-closure* 5 6) where *anonymous-closure* is the closure returned by **fn,** and the function is invoked with **x** bound to 5 and **y** bound to 6 *in the enclosed environment*. So the addition adds 5 and 6, not 10 and 20.

More generally, the syntax for **fn** is:

(fn (*argument-list*) *statements*)

Closures return the value of the last statement executed. It is possible to return from a closure (or any special form that executes a sequence of statements) at any time by using the **return** special form:

((fn (x y) (if (< x y) (return x)) (+ x y)) 3 4)

🡪

3

((fn (x y) (if (< x y) (return x)) (+ x y)) 4 3)

🡪

7

If we want to re-use a closure, we can bind it to a symbol:

(= my-function (fn (x y) (+ x y)))

(my-function 3 4)

🡪

7

The **defun** macro (macros will be covered later) simplifies the syntax, so that we can write the equivalent:

(defun my-function (x y) (+ x y))

Up until now, every Yarr statement we’ve evaluated has been evaluated in the *root environment*, which is the environment where all of Yarr’s built-in functions are defined. It’s possible to create *local environments*, which are the Yarr analogue to creating local scopes with {…} in JavaScript or C#.

A local environment is automatically created when a Yarr closure is called, which contains the arguments of the function call. It is also possible to explicitly create a local environment using the **let** special form:

(= a 3 b 4) ;; set a =3, b = 4 “outside” the let

(let ( (a 10) (b 20) ) ;; set a = 10, b = 20 “inside” the let

(prl "a+b inside let = " (+ a b)))

(prl "a+b outside let = " (+ a b))

🡪

a+b inside let = 30

a+b outside let = 7

The syntax for **let** is:

(let ( (*var1 val1*) (*var2 val2*) … )

*Statements*)

When the *statements* execute, any references to *var1, var2, …, varN* are resolved in the “inner” environment. References to any other symbols are resolved in the “outer” environment. The result of evaluating the **let** is the value of the last statement executed.

If only one local variable is required, the **let** syntax can be simplified a bit:

(let temp 10 (+ temp temp))

🡪

20

Now for a more complicated example, let’s examine what it means for something to be a *closure*:

(= a 3 b 4)

(let ( (a 10) (b 20) )

(defun foo (x) (+ a b x)))

The first statement sets **a** to 3 and **b** to 4 in the “outer” environment. Then the **let** creates a new environment which sets local copies of **a** to 10 and **b** to 20. Finally, we define a closure **foo.**

Where is **foo** defined? Since **foo** is not listed as a local symbol for the **let**, **foo** is bound in the outer environment. However, the function that is bound to **foo** is defined in (and references symbols **a** and **b** in) the “local” environment of the **let**. So the closure encloses the “inner” environment, and any invocation of **foo** will happen in the “inner” environment, even if we’re no longer “inside” the **let**:

(= a 3 b 4) 🡪 4

(let ( (a 10) (b 20) )

(defun foo (x) (+ a b x)))

;; foo defined within the let

(prl (+ a b)) ;; we’re no longer inside the let

(prl (foo 5)) ;; but foo has enclosed the environment

;; that the let created, and executes there

🡪

7

35

This is more than a syntactic trick: **foo,** or other functions defined in the same environment, can modify that environment at any time:

(= a 3 b 4)

(let ( (a 10) (b 20) )

(defun foo (x) (+ a b x))

(defun bar (x) (= b x)))

(prl "(+ a b) <before> = " (+ a b))

(prl "(foo 5) <before> = " (foo 5))

(bar 1) ;; sets b = 1, but where?

(prl "(+ a b) <after> = " (+ a b)) ;; b wasn’t changed “outside”

(prl "(foo 5) <after> = " (foo 5))

;; b was changed in the “enclosed” environment

🡪

(+ a b) <before> = 7

(foo 5) <before> = 35

(+ a b) <after> = 7

(foo 5) <after> = 16

One important aspect of Yarr programming is recursion. To facilitate this, every Yarr closure binds the symbol **self** to itself in its local environment. This allows us to define anonymous recursive closures:

((fn (x) (if (== x 1) 1 (\* x (self (- x 1))))) 5)

🡪

120

### Parameter types

Yarr functions have support for optional parameters, keyword parameters, and variable number of arguments. These are declared using the **&optional**, **&key,** and **&rest** symbols in the parameter list definitions.

When specifying parameters, it’s also possible to specify that the corresponding argument must be of a specific type, for example:

(defun foo ((a int32) (b int32)) (+ a b))

defines a function *foo* that takes two **System.Int32** arguments. If invoked with arguments that are not **System.Int32**, an exception is thrown. In general, if the type specified for an argument has an appropriate **op\_implicit** methoddefined, then Yarr will try to invoke the **op\_implicit** method to convert the parameter to the correct type and will throw an exception if this fails or if no appropriate **op\_implicit** method exists.

Symbols that have the same name as an existing .NET type will resolve to that type. Recall that to specify an array type, we use the following notation:

int32\* ; Array of Int32

🡪

#<System.Int32[]>

int32\*\* ; Array of Array of Int32

🡪

#<System.Int32[][]>

int32\*2 ; Rank 2 Array of Int32

🡪

#<System.Int32[,]>

int32\*\*2 ; Array of Rank 2 Array of Int32

🡪

#<System.Int32[][,]>

So a function that expects an array of strings as its argument can be defined as:

(defun bar ((s string\*)) ... )

### Optional parameters

Optional parameters are declared using the **&optional** symbol:

(defun foo (a &optional b) …)

defines a function that takes one or two arguments. If a second argument is provided, it is bound to **b,** otherwise **b** is **null**. Default values for the optional parameters can be provided:

(defun foo (a &optional b (c 5)) …)

This defines a function that takes one, two, or three arguments. If only one argument is provided, **b** is **null** and **c** is set to 5. If two are provided, they are bound to **a** and **b**, and **c** is set to 5. If three arguments are provided, they are bound to **a**, **b**, and **c**.

It’s also possible to specify a type for optional parameters:

(defun foo (a &optional ((b int32)) ((c int32) 5)) …)

specifies that **b** and **c** must be **System.Int32**. Since no default value is specified for **b**, it will default to zero if not specified.

### Keyword parameters

Keyword parameters are declared using the **&key** symbol:

(defun foo (&key from to) …)

defines a function that takes two keyword parameters. This function can be invoked in either of the following equivalent ways:

(foo :from a :to b)

(foo :to b :from a)

Yarr automatically assigns the arguments to the correct parameters. Keyword parameters are automatically optional, and can have default values specified:

(defun foo (&key (from 0) to) …)

If the **:from** keyword is not provided, **from** is set to the default value of 0. Parameter types can also be specified:

(defun foo (&key ((from Int32)) ((to Int32) -1)) …)

This declares the **from** and **to** parameters as integers and sets the value of the **to** parameter to -1 if it’s not supplied.

### Variable arguments

The **&rest** symbol is used to specify that all remaining unbound arguments are to be collected into a list:

(defun foo (a b &rest c) …)

The first two arguments are bound to parameters **a** and **b**; any remaining arguments are collected into a list and bound to parameter **c**.

### Return types

To specify that a Yarr function will return a particular type, we use the special **:returns** keyword after the parameter list:

(fn (a b c) :returns int32 …)

defines a closure that returns a **System.Int32**. This can be used in a **defun** as well:

(defun foo (a b c) :returns int32 …)

The **:returns** and the following type must appear immediately after the parameter definitions. If not provided, the closure is assumed to return **System.Object**.

If the closure attempts to return a value other than the specified return type, an attempt will be made to implicitly cast the value (by looking for a suitable **op\_implicit**), and if this fails, an exception is thrown.

## Lexical and Dynamic Scope

As mentioned previously, Yarr symbols are *lexically scoped* by default. However, it is sometimes useful to have symbols that are *dynamically scoped*. Yarr supports this with the **defparam**special form, which declares that a particular symbol should be dynamically scoped instead of lexically scoped:

(setf lex "outer lexical")

(defparam \*dyn\* "outer dynamic")

(defun show-lex () lex)) ; this lex is the one defined above

(defun show-dyn () \*dyn\*) ; this \*dyn\* is dynamically scoped

(let ((lex "local lexical")

(\*dyn\* "local dynamic"))

(prl (show-lex))

(prl (show-dyn)))

🡪

outer lexical

local dynamic

Since **lex** is lexically scoped, its value in the **show-lex** function is “outer lexical,” since that’s its value in the environment where **show-lex** is defined. But since **\*dyn\*** is dynamically scoped, its value in the **show-dyn** function will be the value of that symbol at the time that **show-dyn** is called, which in the above example is “local dynamic.”

It’s a LISP convention to name dynamically scoped symbols with asterisks before and after the name, as in **\*dyn\*** to distinguish them from lexically scoped symbols. This is optional, there are no restrictions on what dynamically scoped symbols are named.

## Multiple Dispatch Methods

In addition to closures and functions, the Yarr runtime also supports multiple dispatch methods, or *multimethods.* A multimethod is a method that is dispatched at runtime based on the value or data type of one or more if its arguments. This feature is commonly used to call methods on .NET classes, when Yarr uses the argument types to invoke a particular overloaded method in the .NET class. But it is also possible to define Yarr methods that are dynamically dispatched.

In Yarr, multimethods are defined using the **defmethod** special form:

(defmethod *name* (argument-list) … )

The definition is exactly like the definition of a function using **defun**. However, multiple methods can be defined, and the type specifiers in the argument list are used to determine how the method will be dispatched. For example:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b))

(defun call-my-method (a b) (my-method a b))

(call-my-method 3 4)

(call-my-method "foo" 4)

(call-my-method 3 "bar")

🡪

object a=3 object b=4

string a=foo object b=4

object a=3 string b=bar

We can also dispatch on multiple parameters. Continuing the example:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b))

(defmethod my-method ((a :int32) (b :string))

(prl "int32 a=" a " string b=" b))

(call-my-method 3 "foo")

(call-my-method "foo" "bar")

🡪

int32 a=3 string b=foo

string a=foo object b=bar

Note the last example, where there is a choice of which **my-method** can be called. We have a method with parameter list: *(a (b :string))* and another with parameter list: *((a :string) b)*, so which should be matched when both are strings? The Yarr runtime resolves this by matching left-to-right, so it matches *((a :string) b)* since that’s the most specific match to the first (left-most) argument. But what if we wanted both methods to be called in this case?

Inside the definition of a method, the symbol **next-method-p** is bound to a function that returns true if there is another matching method that can be invoked on the arguments, and the symbol **call-next-method** is bound to that next method to call.

Let’s redefine the two methods in question to use **call-next-method**:

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b)

(call-next-method))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b)

(call-next-method))

Now we can invoke **my-method** with two strings to see what happens:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b)

(call-next-method))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b)

(call-next-method))

(call-my-method "foo" "bar")

🡪

string a=foo object b=bar

object a=foo string b=bar

object a=foo object b=bar

Note how using **call-next-method**, each method calls the next one in the chain, and the methods are called from *most specific* to *least specific*. To make this a little bit more clear:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b)

(call-next-method))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b)

(call-next-method))

(defmethod my-method ((a :string) (b :string))

(prl "string a=" a " string b=" b)

(call-next-method))

(call-my-method "foo" "bar")

🡪

string a=foo string b=bar

string a=foo object b=bar

object a=foo string b=bar

object a=foo object b=bar

### Before and After Methods

Sometimes it’s useful to perform some initialization before a method chain is invoked, or to perform some clean-up afterwards. This can be done by defining methods with the **:before** and **:after** specifiers. Continuing our example above:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b)

(call-next-method))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b)

(call-next-method))

(defmethod my-method ((a :string) (b :string))

(prl "string a=" a " string b=" b)

(call-next-method))

(defmethod my-method :before (a b)

(prl "Before object-object"))

(defmethod my-method :after (a b)

(prl "After object-object"))

(call-my-method "foo" "bar")

🡪

Before object-object

string a=foo string b=bar

string a=foo object b=bar

object a=foo string b=bar

object a=foo object b=bar

After object-object

Note that there is no **call-next-method** call in the **:before** or **:after** definition. It is implied that the primary method chain will be invoked after **:before**, and that **:after** will be invoked after the last primary method (note that there is no **call-next-method** in the default **my-method** definition, either).

As with primary methods, the **:before** and **:after** methods can be chained, but the chaining happens automatically without having to call **call-next-method**:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b)

(call-next-method))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b)

(call-next-method))

(defmethod my-method ((a :string) (b :string))

(prl "string a=" a " string b=" b)

(call-next-method))

(defmethod my-method :before (a b)

(prl "Before object-object"))

(defmethod my-method :after (a b)

(prl "After object-object"))

(defmethod my-method :before ((a :string) (b :string))

(prl "Before string-string"))

(defmethod my-method :after ((a :string) (b :string))

(prl "After string-string"))

(call-my-method "foo" "bar")

🡪

Before string-string

Before object-object

string a=foo string b=bar

string a=foo object b=bar

object a=foo string b=bar

object a=foo object b=bar

After object-object

After string-string

The **:before** methods are invoked, like primary methods, from most specific to least specific. However, the **:after** methods are invoked in the *reverse order*, from least-specific to most-specific.

### Around Methods

An **:around** method is invoked before any **:before** method. However, if an **:around** method is invoked, the rest of the method chain is *not* invoked unless the **:around** method explicitly invokes **call-next-method**:

(defmethod my-method (a b)

(prl "object a=" a " object b=" b))

(defmethod my-method (a (b :string))

(prl "object a=" a " string b=" b)

(call-next-method))

(defmethod my-method ((a :string) b)

(prl "string a=" a " object b=" b)

(call-next-method))

(defmethod my-method ((a :string) (b :string))

(prl "string a=" a " string b=" b)

(call-next-method))

(defmethod my-method :before (a b)

(prl "Before object-object"))

(defmethod my-method :after (a b)

(prl "After object-object"))

(defmethod my-method :before ((a :string) (b :string))

(prl "Before string-string"))

(defmethod my-method :after ((a :string) (b :string))

(prl "After string-string"))

(defmethod my-method :around ((a :int32) (b :int32))

(prl "Around a=" a " b=" b))

(call-my-method 3 4)

🡪 Around a=3 b=4

;; redefine the last defmethod to invoke call-next-method:

(defmethod my-method :around ((a :int32) (b :int32))

(prl "Around a=" a " b=" b)

(call-next-method))

(call-my-method 3 4)

🡪

Around a=3 b=4

Before object-object

object a=3 object b=4

After object-object

As with other methods, **:around** methods can be chained, from more specific to less specific (just like primary methods), in which case **call-next-method** will call the next **:around** methodin the chain. If there are no more **:around** methods, **call-next-method** will invoke the primary method chain starting with the most specific **:before** method.

EQL Dispatch

In addition to dispatching on the *type* of a parameter, it is also possible to dispatch on the *value* of a parameter. Dispatching on a value is considered more specific than dispatching on a parameter type:

;; include all defmethods from previous example here

(defmethod my-method ((a (eql 42)) b)

(prl "a is 42, b=" b))

(call-my-method 42 "bar")

🡪

Before object-object

a is 42, b=bar

After object-object

;; redefine the last defmethod to invoke call-next-method

(defmethod my-method ((a (eql 42)) (b :int32))

(prl "a is 42, b=" b)

(call-next-method))

(call-my-method 42 "bar")

🡪

Before object-object

a is 42, b=bar

object a=42 string b=bar

object a=42 object b=bar

After object-object

In addition to primary methods, the **:before,** **:after,** and **:around** methods can also be dispatched by parameter value. The reader is invited to experiment.

## Extension Methods

The Yarr runtime knows about extension methods, allowing us to use them seamlessly:

(= foo [1 2 3 4 5])

(prl "sum = " (foo.sum) " avg = " (average foo))

🡪

sum = 15 avg = 3

The Yarr runtime will automatically resolve extension methods, and in particular will resolve LINQ calls. Many LINQ methods accept **Func**, **Action**, and **Predicate** delegates, and it’s often useful to define these in-line as part of the LINQ method call (this is also true of other, non-LINQ methods as well).

Yarr provides built-in **make-func**, **make-action**, and **make-predicate** that can be used to directly construct **Func**, **Action**, and **Predicate** delegates, without having to first explicitly create a closure. For existing functions, there are **action**, **func**, and **predicate** properties that return the corresponding delegate.

For example:

(= foo [1 2 3 4 5])

(system.array.FindAll foo

(make-predicate ((x int32)) (> x 3)))

🡪

[4 5]

(defun bar ((x int32)) (if (> x 3) (pr x)))

(system.array.foreach [1 2 3 4 5] bar.action)

;; bar.action provides an Action<T> delegate

🡪

4 5

An example with LINQ:

(= foo [1 2 3 4 5 6 7 8])

(ToArray (foo.Where ;; LINQ Where(…).ToArray()

(make-func ((x int32))

:returns Boolean

(== (mod x 2) 1))))

🡪 [1 3 5 7]

## Flow control

### Do, Let, Let\*

Yarr has several special forms for flow control. We have already seen one, **let**¸ which creates lexical environments. A simpler one is **do**, which executes each statement in its list, and returns the value of the last one executed:

(do

*Statement1*

*Statement2*

*…*

*StatementN*)

This is the Yarr analogue to putting C# statements between { …}.

The **let** special form is just a **do** with a local environment. There are actually two versions of **let**, the other being **let\*** (pronounced *let-star*). The difference is in how the local symbols are initialized. **Let** initializes them in the outer environment, while **let\*** initializes them in order, in the inner environment:

(= a 10)

(let ((a 2) (b (+ a 1))) ;; sets b = 11, “a” is the outer “a”

(pr (+ a b)))

(let\* ((a 2) (b (+ a 1))) ;; sets b = 3, “a” is the inner “a”

(pr (+ a b)))

🡪

13 5

### Cond, If, When

The **if** special form handles conditionals. Its syntax is:

(if *test1 statement1*

*test2 statement2*

*…*

*testN statementN*

*else-statement*)

the **if** special form checks each *test* in order, starting with *test1* until it finds one that is *true*. Then it evaluates and returns the result of the matching *statement*. The other statements are not evaluated. If there is a lone, unpaired statement at the end of the list, it is considered the “else” statement and is executed if all the tests are *false*:

(= foo 4)

(if

(== foo 1) (prl "foo is 1")

(== foo 2) (prl "foo is 2")

(prl "foo is neither 1 nor 2"))

🡪

foo is neither 1 nor 2

The **if** special form is analogous to nested **if … else if … else** statements in C#. For historical reasons, **cond** can be used as a synonym for **if**, although the syntax is different from the **cond** syntax in Common LISP.

The various *test* forms do not have to explicitly return a **Boolean**. Yarr will convert other data types to **Boolean** as follows:

* Empty strings, numeric zero values (in general, the default value of a value type), and any **null** value is considered to be **false**
* Any other value is considered to be **true**

This automatic conversion to **Boolean** occurs wherever Yarr expects a conditional value, such as the special forms described below.

If the intent is to just execute a collection of statements if a given condition is true, we can use the **when** special form:

(when *condition* *statements*)

If the condition is true, the statements are evaluated in order. If the condition is false, they are not. The result is the value of the last statement evaluated.

### Equality and Identity

In Yarr, a distinction is made between *equality* and *identity*:

* Identity – Checks for *reference* equality: two objects are equal if they are value types with the same value, or if they are the same object
* Equality – Checks for *value* equality: two objects are equal if they are value types with the same value, or if they are object instances and **Object.Equals** returns **true**

We test for identity with the **eq** function, and for equality with the **==** function. Note that **eql** is a synonym for **==** and (mostly) behaves as the c# “==” operator. The **eq** function is more nuanced:

;; value types

(prl (eq 1 1)) ;; same value type, same value

(prl (eq 1 1.0)) ;; different value types, but same value

;; reference types

(= str1 "a string" str2 "a string")

sb1 (new :StringBuilder "abc")

sb2 (new :StringBuilder "abc"))

(prl (eq str1 str2)) ;; Yarr treats strings as value types

(prl (eq sb1 sb2)) ;; different StringBuilder instances

🡪

True

True

True

False

### And, or

The special forms **and** and **or** provide short-circuit evaluation of their statements:

(and

*Statement1*

*Statement2*

*…*

*StatementN*)

The statements are evaluated in order, until one is found that evaluates to *false*, at which time **and** returns *false***.** If all the statements evaluate to *true***,** then **and** returns the value of the final statement.

(or

*Statement1*

*Statement2*

*…*

*StatementN*)

Similarly, the statements are evaluated in order until one is found that evaluates to *true***,** at which time **or** returns its value. If all of the statements evaluate to *false*,then **or** returns *false*.

Since Yarr converts other data types to Boolean (as mentioned above), we can use **and** and **or** to perform many useful checks:

;; using **and** for null-checking

;; returns property value if the reference is not null,

;; otherwise returns null:

(and some-dotnet-reference

Some-dotnet-referece.SubOjbect

some-dotnet-reference.SubOjbect.PropertyName)

;; We can use **or** to generate errors:

(or (and some-dotnet-reference

some-dotnet-reference.SubObject

some-dotnet-reference.SubObject.PropertyName)

;; the throw only executes if **and** evaluates to false:

(throw "could not reference some-dotnet-refrence.SubOjbect"))

These can be used to selectively set values:

(= foo (or (and some-dotnet-reference

some-dotnet-reference.SubObject

some-dotnet-reference.SubObject.PropertyName)

default-value))

This will set *foo* to the property value, but if the .NET reference is null, it will set *foo* to *default-value* instead.

### While

Looping is handled by the **while** special form:

(while *condition statements*)

If the condition is true, the *statements* are evaluated in an implied **do**, and then the condition is checked again. This repeats until the condition is false, at which point while returns the result of the implied **do**.

The **while** special form is analogous to a **while (…) { … }** statement in C#.

### For

The built-in **for** special form has the syntax:

(for *initializer condition iterator statements*)

The *initializer* statement is evaluated only once, before the loop starts. If the condition is **true**, the loop will then execute: the *statements* are evaluated in order, followed by the *iterator.* The loop repeats until the *condition* is **false**. This is analogous to a **for(***initializer* ; *condition* ; *iterator***) { …}** statement in C#:

(for (= x 0) (< x 10) (++ x) (pr x))

🡪

0123456789

This does **not** create a local lexical environment, so in the above example the symbol **x** is bound in the environment where **for** executes.

### To

A simpler version of **for**, when we simply want to increment an indexer, is the **to** special form:

(to *var limit Statements*)

This does creates a local lexical environment where *var* is set to zero, then increments *var* each time through the loop. The loop exits when *var == limit*.

(to x 10 (pr x))

🡪

0123456789

### Foreach

If we have an instance *instance* of a .NET class that implements **IEnumerable**, we can use the **foreach** special form to iterate over the elements:

(foreach *obj instance Statements*)

This creates a local lexical environment, binds *obj* in that environment to each element in turn, and executes the *statements*. This is analogous to a **foreach (***obj* **in** *instance***) { …}**  statement in C#.

### Case

The **case** special form is analogous to a switch statement in C#:

(case *test-expr*

*expr1 result1*

*expr2 result2*

*…*

*exprN resultN*

*[default-expr]*)

First, *test-expr* is evaluated. Then, starting with, *expr1* the first expression in each *expr-result* pair is evaluated.

If the result is a single object, and that object is **eql** to the result of *test-expr*, then corresponding *result* expression is evaluated and returned.

If the result of the *expr* is **IEnumerabe**, and any of the elements of the **IEnumerable** is **eql** to the result of *test-expr*, then the corresponding *result* expression is evaluated and returned.

If there is no match in either case, the *result* expression is not evaluated, and the next *expr* is checked. If none of the *expr* match, then the optional *default-expr* is evaluated and returned. If there is no *default-expr* then null is returned.

For example:

(= big-10 [penn-state michigan

michigan-sate ohio-state

purdue indiana

illinois northwestern

wisconsin minnesota

nebraska iowa

rutgers maryland])

(defun classify-school (school)

(pr school " : ")

(case school

[usc ucla washington oregon]

(prl "A new Big 10 school")

big-10 (prl "An original Big 10 school")

notre-dame (prl "Not a Big 10 school")

(prl "some other school")))

(classify-school USC)

(classify-school notre-dame)

(classify-school iowa)

(classify-school Stanford)

🡪

USC : A new Big 10 school

notre-dame : Not a Big 10 school

iowa : An original Big 10 school

Stanford : some other school

### Try, Throw

The **throw** function throws an exception of type **Yarr.YarrException:**

(throw "message for the exception")

This is the only kind of **System.Exception** that makes it past the top-level evaluator. If the evaluator sees an unhandled **System.Exception** of some other type, the exception is wrapped in a **YarrException** and re-thrown. Furthermore, any exception that reaches the top-level evaluator is bound to the symbol **\*last-exception\*** in the top-level environment, so that it may be inspected by the caller.

The **try** special form is used for exception handling within Yarr. The syntax is:

(try *statement*

*Catch-statement*

*Finally-statement*)

First, *statement* is evaluated. If an exception is thrown during its execution, the exception is caught, bound to the symbol **it** in the **try**’s local environment, and then *catch-statement* is evaluated, and its value returned. Regardless of whether or not an exception is caught, the *finally-statement* is evaluated. If there was no exception, the value of *statement* is returned. The *finally-statement* is optional.

(try (pr (/ 10 0)) (pr "exception caught-") (prl "-finally"))

🡪

exception caught--finally

(try (pr (/ 10 2)) (pr "exception caught-") (prl "-finally"))

🡪

5-finally

## Map and Reduce

Yarr can map functions to sequences of parameters. For example, suppose we want to add two lists of numbers, say (1 2 3) and (10 20 30), and we would like to produce (11 22 23) as the result:

(map + '(1 2 3) '(10 20 30))

🡪

(11 22 33)

The **map** function repeatedly applies the **+** function in turn, first executing (+ 1 10), then (+ 2 20), and finally (+ 3 30), and collects the results into a list for us. The **map** function can work with any number of parameters, for example:

(map + '(1 2 3) '(10 20 30) '(100 200 300))

🡪

(111 222 333)

The **map** function also works with anonymous closures:

(map (fn (x y) (+ (\* x x) (\* y y)))

'(1 2 3) '(4 5 6))

🡪

(17 29 45)

In general, **map** takes a function and collection of sequences. There should be one sequence for each parameter required by the function. The function is applied in turn to each collection of parameters, and the results are captured in a list. This works with any **IEnumeable** sequence, for example, to operate on arrays:

(map (fn (x y) (+ (\* x x) (\* y y)))

#(1 2 3) #(4 5 6))

🡪

(17 29 45)

Note that the result is always a list.

It’s also possible to use a method from a static .NET class as the function to map. To do this, the **function** special form is used, which wraps the .NET static method in a Yarr closure so that **map** can invoke it:

(map (function math.sin) #(0 0.5 1.5 2.0))

🡪

(0 0.479425538604203 0.997494986604054 0.909297426825682)

The reference to **(function math.sin)** can be abbreviated as **#'math.sin**:

(map #'math.sin #(0 0.5 1.5 2.0))

🡪

(0 0.479425538604203 0.997494986604054 0.909297426825682)

Yarr provides several mapping functions:

### Map, Mapcar

The **mapcar** function is a synonym for **map**. It is called **map*car*** because it maps a function to successive *car’s* of sequences.

### Mapc

Operates like the **map/mapcar** function, but does not collect the results in a list. Instead, it simply returns the first argument sequence:

(map (fn (x) (\* x x)) #(1 2 3))

🡪

(1 4 9)

(mapc (fn (x) (\* x x)) #(1 2 3))

🡪

#(1 2 3)

### MapList

This maps the function to successive *cdr’s* and collects the results. For example:

(maplist (fn (x) (cons 'foo x)) '(a b c d))

🡪

((foo a b c d) (foo b c d) (foo c d) (foo d))

### Mapl

Operates like **maplist**, but does not collect the results. Instead it simply returns the first argument sequence.

### Reduce

The mapping functions are often used in conjunction with the **reduce** function. The **reduce** function applies parameters pair-wise to the function that is supplied to it. For example:

(reduce + '(1 2 3 4))

🡪

10

(reduce \* '(1 2 3 4))

🡪

24

(reduce #'string.concat '("a" "b" "c" "d"))

🡪

"abcd"

In addition to a function and a sequence, **reduce** accepts the following keyword parameters:

|  |  |
| --- | --- |
| :start | the index to start operating on the sequence |
| :end | the index to stop operating on the sequence |
| :from-end | if true, processes the sequence “right-to-left” instead of “left-to-right” |
| :initial-value | An initial value to use for the reduction |
| :key | a function that will be applied to each element in the sequence prior to reduction |

Some examples:

(reduce + '(1 2 3 4) :start 1 :end 2)

🡪 5

(reduce – '(1 2 3 4)) ;; == (- (- (- 1 2) 3) 4)

🡪 -8

(reduce – '(1 2 3 4) :from-end true) ;; == (- 1 (- 2 (- 3 4)))

🡪 -2

(reduce + '((1 a) (2 b) (3 c)) :key car)

🡪 6

(reduce append '((1) (2)) :initial-value '(i n i t))

🡪 (i n i t 1 2)

(reduce append '((1) (2)) :initial-value '(i n i t)

:from-end true)

🡪 (1 2 i n i t)

## Types

Yarr is a strongly-typed language. The types supported by Yarr are those supported by the .NET runtime. Although symbols and variables are not explicitly declared to be of a certain type, the runtime does track their data types. The function **typeof** can be used to determine the type of a Yarr object:

(= foo 3)

(typeof foo)

🡪 #<System.Int32>

(= foo 12345678910111213)

(typeof foo)

🡪 #<System.Int64>

(= foo 123.45m)

(typeof foo)

🡪 #<System.Decimal>

(= foo 123.10)

(typeof foo)

🡪 #<System.Double>

Note that we can bind values of any type to any symbol. The function **the** is used to convert values from one type to another:

(the *type value*)

Yarr supports a fairly extensive set of type conversions. If it makes sense to convert one type to another, the function **the** can usually figure it out:

(= foo (new Collections.Hashtable))

(= (elt foo "key1") "value1")

(= (elt foo "key2") "value2")

(the Yarr.Cons foo)

🡪

(("key1" . "value1") ("key2" . "value2"))

### Structures

Although Yarr cannot create .NET classes, it does provide a way to encapsulate data. This is done by defining *structures*. A structure is defined using the **defstruct** special form:

(defstruct *struct-name* (*parent-list*) *slot-name1 …*)

This defines a structure named *struct-name*, with *slots* specified by the *slot-names*. A *slot* is analogous to a property on a C# class, but is untyped. After a structure is defined, we can create instances of that structure using the **new** function:

(defstruct person () first-name last-name)

(= a-person (new 'person :first-name "Bob" :last-name "Smith")

(typeof a-person)

🡪 #<Struct person>

Equivalently, we can use the **#S(…)** syntax to define structures:

(defstruct person () first-name last-name)

(= footballer #S(person :first-name "Juninho"))

🡪

#S(person :first-name "Juninho")

(defstruct person () first-name last-name)

(= manager #S(person :last-name "Mourinho" :first-name "Jose"))

🡪

#S(person :first-name "Jose" :last-name "Mourinho")

Note that the order in which the slot values are provided does not matter. Also, not all slots need to be set. It’s also possible to specify default values for the slots in the **defstruct**. Continuing our example from above:

(defstruct person () first-name last-name (is-alive false))

(= abe #S(person :first-name "Abe" :last-name "Vigoda")

🡪

#S(:first-name "Abe" :last-name "Vigoda" :is-alive false)

Once we have an instance, we can use the **elt** function to get or set its slot values:

(defstruct person () first-name last-name)

(= a-person #S(person :first-name "Bob" :last-name "Smith")

(elt a-person :last-name)

🡪

"Smith"

(defstruct person () first-name last-name)

(= a-person #S(person :first-name "Bob" :last-name "Smith")

(= (elt a-person :is-alive) false) ;; RIP Bob ...

(prl a-person)

🡪

#S(person :first-name "Bob" :last-name "Smith" :is-alive False)

Unlike .NET classes, Yarr structures allow *multiple inheritance*, which means that a Yarr structure can have one or more parent structures. The *parent-list* in the structure definition identifies a structure’s parents. Let’s define some simple structures to illustrate this:

(defstruct animal () name leg-count (can-talk false))

(defstruct mammal (animal) (has-hair true) (leg-count 4))

(defstruct bird (animal) (has-feathers true) (leg-count 2))

(defstruct insect (animal) (leg-count 6))

(defstruct flyer () (has-wings true) wing-count)

(defstruct parrot (bird flyer) (can-talk true) (wing-count 2))

(defstruct fruit-bat (mammal flyer) (wing-count 2))

(defstruct dragon-fly (insect flyer) (wing-count 4))

Note how child structures can redefine the default values of their parent. The slots of a child will be the union of all the parent slots and the child’s defined slots. If a slot has more than one default value, then the child’s default value takes precedence. If the child does not redefine a slot’s default value, but it exists in more than one parent, then the definition from the left-most parent in *parent-list* is used:

;; make sure the above definitions remain at the top of

;; the script code window!

(= flipper #S(mammal :name "Flipper"

:leg-count 0

:has-hair false))

🡪

#S(mammal :name "Flipper" :leg-count 0

:has-hair false :can-talk False)

(= tweetie #S(bird :name "Tweetie Bird"))

🡪

#S(bird :has-feathers True :leg-count 2

:name "Tweetie Bird" :can-talk False)

(= puddy-tat #S(mammal :name "Sylvester Cat"))

🡪

#S(mammal :has-hair True :leg-count 4

:name "Sylvester Cat" :can-talk False)

(= polly #S(parrot :name "Polly Parrot"))

🡪

#S(parrot :can-talk True :wing-count 2 :has-feathers True

:name "Polly Parrot" :has-wings True)

(= veronica #s(dragon-fly :name "Veronica Dultry"))

🡪

#S(dragon-fly :wing-count 4 :leg-count 6

:name "Veronica Dultry" :can-talk False

:has-wings True)

(= bruce #S(fruit-bat :name "Bruce Wayne" :leg-count 2))

🡪

#S(fruit-bat :wing-count 2 :has-hair true :leg-count 2

:name "Bruce Wayne" :can-talk False

:has-wings True)

Yarr structures can be used anywhere that .NET classes can be used. In particular they can be used to dispatch multi-methods:

;; continuing from previous script example, those definitions

;; should remain in the script code window

(defmethod fly (x) (prl (elt x :name) " cannot fly."))

(defmethod fly ((x flyer)) (prl (elt x :name) " is flying."))

(fly flipper)

🡪

Flipper cannot fly

(fly polly)

🡪

Polly Parrot is flying

Since *flipper* is an instance of a **mammal** and does not have **flyer** as a parent structure, it is dispatched to the default primary method. But *polly* is an instance of a **bird**, which does inherit from **flyer**, and so it is dispatched to the primary method that takes a **flyer** as its first parameter.

### Local declarations

It is possible to explicitly declare symbols to be of a specific type using the **declare** special form:

(declare (foo int32) (bar int32 10))

This declares **foo** and **bar** to be of type **int32**. Any attempt to bind anything other than an **int32** (or a class with an **op\_implicit** cast to **int32**) will result in an error. When a variable is declared, its value is set automatically to **null** for reference types, or to the type’s default value for value types. It is possible to provide a value as part of the declaration, as in the next example.

The **declare** special form operates on the local environment, so if it is executed in the context of a **let**, **let\***, **to**, or inside a function definition, it only applies to symbols in those local environments:

(let ((x 1) (y 2))

(declare (z int32) 10) ;; a “local variable” for the let

(+ x y z))

🡪 13

(let ((x 1) (y 2))

(declare (z int32) 10) ;; a “local variable” for the let

(+ x y z))

(= z "a string") ;; z declared outside of let,

;; so no error results

🡪

"a string"

In this example, **z** could have been declared along with **x** and **y**:

(let ( (x 1) (y 2) ((z int32) 10) ) ;; “declare” assumed for z

(+ x y z))

🡪 3

## Symbol Packages

Up to this point, all the symbols that we have used are globally unique, for example, all references to a symbol named **foo** refer to the same instance of a **Yarr.Symbol** with “**foo**” as the value of its **Name** property. This means that we can only bind one value to a symbol.

Sometimes it is convenient for a symbol to have different meanings based on the context in which we’re using it. For example, if we define a function and bind it the symbol **string**, then we can no longer use the symbol **string** to refer the type **System.String**. It also means that if there are multiple developers developing Yarr scripts, they have to be careful to use unique symbols in their scripts.

Yarr *packages,* loosely based on Common LISP packages, provide a way around these limitations. A Yarr package is a collection of symbols that are unique *in that package*. A symbol **foo** in one package can be a different **Yarr.Symbol** instance from the symbol **foo** in another package.

Packages are created with the **make-package** function. Once a package is created, symbols can be defined in that package by prefixing the symbol name with the package name. For example:

(make-package "alice")

(defun alice:list (a b) (list alice a b))

(in-package "alice")

(list 3 4)

🡪

(user:alice 3 4)

Let’s examine this line-by-line to see what’s going on. The first statement:

(make-package "alice")

Creates a new symbol package named **alice**. This allows us to define symbols in that package.

Next we define a function, and bind it to the symbol **list** from the **alice** package:

(defun alice:list (a b) (list alice a b))

Only the symbol **list** is defined in the **alice** package. As we will see, the other symbols in this statement will come from other packages.

The next statement sets the *current package* to be the **alice** package:

(in-package "alice")

The current package is the package where symbols will be defined by default, if they are not prefixed with a package name. Now we invoke the function bound to **alice:list**:

(list 3 4)

Note that since we set the current package to **alice**, we can just refer to **list**. Note what the function returned:

(user:alice 3 4)

When we initially defined **alice:list**, the **alice** package was not the current package. At startup, Yarr sets the current package to the built-in **user** package. Therefore, all symbols that are not prefixed by a package name will be defined in the **user** package. So the symbol **alice** in the function definition was created there.

Continuing our example, suppose we want to redefine **alice:list** so that all of its symbols will be created in the **alice** package:

(defun list (a b) (list alice a b))

🡪 ERROR!!!

Since the current package is the **alice** package, Yarr will try to find a function bound to **alice:defun**. But there isn’t anything bound to **alice:defun** yet! It turns out that all of Yarr’s built-in functions are bound to symbols in the built-in **system** package. Therefore, if the current package is **alice**, we must prefix the names of symbols in other packages:

(system:defun list (a b) (system:list alice a b))

(list 3 4)

🡪 (alice 3 4)

It would be nice if we could use all of the various built-in functions bound to symbols in the **system** package without having to constantly use the **system:** prefix in our Yarr scripts. This is accomplished with the **use-package** function. Continuing with our example:

(make-package "alice")

(in-package "alice")

(system:use-package "system") ;; current package is now “alice”

;; so prefix “use-package” with

;; “system”

(cons alice '(bob))

🡪

(alice bob)

Since the symbol **alice:cons** isn’t defined yet—we have not referenced it in our example up to now—Yarr will look in the **system** package for a symbol named **cons**, and finds the one with the **cons** function bound to it. The **alice** package has *inherited* the symbols from the **system** package. A package can inherit the symbols from any number of other packages.

Note that this inheritance happens even if we explicitly ask for **alice:cons**:

(make-package "alice")

(in-package "alice")

(system:use-package "system")

(alice:cons alice '(bob))

🡪

(alice bob)

We can verify this using the symbol’s **FullName** property:

(make-package "alice")

(in-package "alice")

(system:use-package "system")

(alice:cons alice '(bob))

(FullName 'alice:cons)

🡪

"system:cons"

This is not the case if we define a symbol before we invoke **use-package:** the **alice:list** symbol, because it was created before we invoked **use-package**:

(make-package "alice")

;; define alice:list before we use-package system

(defun alice:list (a b) (list alice a b))

(in-package "alice")

(system:use-package "system")

(alice:cons alice '(bob))

(FullName 'alice:list)

🡪

"alice:list"

What if we want to bind a value to **alice:cons**? Since **alice:cons** is really **system:cons**, binding a value to **alice:cons** will actually replace the current binding of **system:cons**. The **shadow** function is used to define an explicit **alice:cons** that is distinct from **system:cons**:

(make-package "alice")

(in-package "alice")

(system:use-package "system")

(shadow "cons")

(FullName 'alice:cons)

🡪

"alice:cons"

We can now bind a value to **alice:cons** and also reference **system:cons**:

(make-package "alice")

(in-package "alice")

(system:use-package "system")

(shadow "cons")

(= cons "some value")

(prl cons)

(prl (system:cons alice '(bob)))

🡪

Some value

(alice bob)

If we know what packages we want to inherit, and which symbols we want to shadow, we can specify those in the initial **make-package** call, so for example we could have specified the following at the start:

(make-package "alice" :use '("system") :shadow '("list" "cons"))

This creates a package named **alice** that inherits the symbols from the **system** package, and creates explicit **alice:list** and **alice:cons** symbols.

### The keyword package

It is possible to specify a symbol with an “empty” package name. Examples of these are the symbols used to tag *keyword parameters* in function calls. Such symbols are called *keywords*, and the package they belong to—which has an empty string as its name—is called the *keyword package*. In Yarr, keywords are special in that Yarr will not permit values to be bound to them:

(= :foo "some value")

🡪

Assign: Cannot bind values to keywords

Keywords are useful whenever we want to use a symbol only for their name, and want to ensure that no value is bound to the symbol (so that it will evaluate to itself), and that the symbol will not be created in the current package. In addition to tagging keyword parameters, we can also use keywords to denote types, for example:

(defun concat ((x :cons) (y :cons)) (append x y))

defines a function that takes two **Yarr.Cons** instances as parameters, and appends them. In this example, the symbol **:cons** is guaranteed to resolve to the type **Yarr.Cons** because **:cons** is a keyword, and Yarr will not allow a value to be bound to keywords. This is also useful, for example, when referencing .NET types, as we saw in the section on multi-dispatch methods.

## Property lists

In Yarr, symbols can be assigned *properties*, and each property can have a value. Properties and values are not lexically scoped and affect the symbol globally. The **get** function is used to get and set a symbol’s properties:

;; set foo’s my-prop property to 10

(= (get 'foo 'my-prop) 10)

(let (foo) (= (get 'foo 'my-prop) 20))

;; this set symbol property on foo. It doesn’t

;; matter that foo is in a local environment,

;; the property is on the symbol itself, not

;; the environment binding

(get 'foo 'my-prop)

🡪

20

A symbol can have any number of properties defined. Distinct symbols in different packages will each have their own property list, as they are distinct symbols.

# Meta-Programming

Yarr provides three facilities for extending the language with Yarr code: *macros*, *setf methods*, and *reader macros*.

## Macros

Yarr functions take values as their arguments and return values. By contrast, Yarr macros take Yarr code as their arguments, and return Yarr code, which is then evaluated.

A Yarr macro consists of a *pattern* and a set of arguments. The arguments are then used to *macro-expand* the pattern into Yarr code, which is then evaluated. Macros are defined using the **macro** special form. For example:

(= my-square (macro (x) `(\* ,x ,x)))

This macro takes one argument, bound to x, which is any unevaluated Yarr form. The template to expand is `(\* ,x ,x). The back-quote (`) indicates that macro-expansion will be occurring in the list. Macro-expansion happens wherever the unquote (,) marker appears. The **macroexpand** function can be used to see the results of macro-expansion without actually executing the result:

(= my-square (macro (x) `(\* ,x ,x)))

(macroexpand '(my-square 3))

🡪

(\* 3 3)

(= my-square (macro (x) `(\* ,x ,x)))

(macroexpand '(my-square (foo 2)))

🡪

(\* (foo 2) (foo 2))

Macro-expansion can also “splice” lists into the template. This is done using the splice marker (,@):

(= my-mac-1 (macro (&rest x) `(list ,@x)))

(macroexpand '(my-mac-1 a b c))

🡪

(list a b c)

(= my-mac-2 (macro (&rest x) `(list ,x)))

(macroexpand '(my-mac-2 a b c))

🡪

(list (a b c))

This example should make clear the difference between unquote (,) and splice (,@).

The built-in macro **defmacro** simplifies the syntax for macro definition, and could have been used to define the macros above:

(defmacro my-mac-1 (&rest x) `(list ,@x))

(defmacro my-mac-2 (&rest x) `(list ,x))

Macros, like functions, are a kind of closure, and enclose the environment in which they are defined.

Since macro parameters are usually lists, macro parameter lists provide support for *destructuring*. For example, if we want to create a macro that converts input of the form **(a op b)** to **(op a b)**, we can define it as follows:

(defmacro infix-to-prefix ( (a op b) ) `(,op ,a ,b))

(infix-to-prefix (1 + 2))

🡪

3

Destructuring parameters can also be used to split lists, for example:

(defmacro split ( (list-car . list-cdr) )

`(list ',list-car ',list-cdr))

(split (a b c d))

🡪

(a (b c d))

As slightly more complicated example, here’s a macro that swaps the first two elements of a list:

(defmacro swap-head ( (first-elt second-elt . list-rest) )

`(cons ',second-elt (cons ',first-elt ',list-rest)))

(swap-head (a b c d))

🡪

(b a c d)

We have already seen various built-in macros. In addition to **defmacro, defun, make-array,** and **when** (among others) are all implemented as macros. Try them with **macroexpand** to see what they do behind the curtain.

## Setf methods

Previously, we saw that the assignment function **=/setq/setf** could be used to not only bind symbols, but to also alter structures such as lists or arrays. For example:

(= (aref foo 1 1) 10)

sets the value of an array element.

What happens behind the scenes is that **=/setq/setf** examines its arguments, and notices that 10 needs to be assigned to (aref foo 1 1) so it checks to see if there is a *setf method* bound to **aref**. If there is, the setf method is invoked, and is passed the value 10, the object **foo** and the arguments (1 1).

It’s possible to define custom setf methods using the **defsetf** macro. When a setf method is invoked, it is passed at least two arguments: the first argument is the value that is to be set (10 in our example), the second is the object that is to be affected (**foo** in our example). If there are additional arguments expected (in our example, (1 1)) then the setf method must account for them in its argument list.

As an example, let’s define our own version of **aref** that uses **Array.SetValue** to set an array value:

(defsetf my-aref (value arr &rest index)

(arr.setvalue value (the System.Array index)))

With **my-aref** defined, we can now invoke it:

(defsetf my-aref (value arr &rest index)

(arr.setvalue value (the System.Array index)))

(= foo #2a((1 2)(3 4)))

(= (my-aref foo 1 1) 10)

foo

🡪

#2a((1 2)(3 10))

Note that it is possible (in fact, it is desirable) for setf methods to be bound to the same symbol as regular functions. So, for example, there is a Yarr function **first** that returns the first element in an array, and there is also a setf method **first** that sets the value of the first element in an array.

## Reader macros

Reader macros are functions that can intercept the Yarr input stream. They can then reformat the input before it reaches the parser. There are various built-in Yarr reader macros. For example there is a reader macro that reads '(a b c) and converts it (quote (a b c)), and another that converts input of the form #'foo to (function foo). Also, the #(…) and #*nn*a(…) array syntax is handled by reader macros that convert these to (array …) and (md-array …)respectively.

The Yarr reader expects the reader macro to take three parameters:

(fn (*reader readtable character*) …)

The parameters are:

* *Reader* – the **System.IO.TextReader** that is the current input stream. The reader macro should read from this stream
* *Readtable* – the *readtable* from which the reader macro was dispatched
* *Character* – The character that caused this reader macro to be invoked. This character has already been read and removed from the input stream

The Yarr reader expects a **Yarr.ReadTable** instance to be bound to the symbol **\*readtable\***, and uses that **ReadTable** instance to process the input stream. It looks up each character that it reads from the input stream in the **ReadTable**, and if there is a macro defined for that character, the reader invokes the macro and passes it the input stream, the **ReadTable** currently in use, and the character that caused the macro to be called. When the macro returns, the reader continues processing input stream.

To implement custom reader macros, the **bind-macro-character** macro can be used to bind a Yarr function in **\*readtable\***, for example:

(bind-macro-character #\$ (fn (*reader readtable character*) …))

Binds a reader macro for the **$** character. Note that in Yarr, characters are entered using **#\*char***, so **#\$** specifies the dollar-sign character. As suspected, **#\** invokes a reader macro for reading characters.

Suppose we want to create a reader macro that allowed us to construct symbols that had any embedded character, including white-space. For example, input of the form !a symbol! should result in a symbol named “a symbol” including the space. We want to be able to bind our macro to any character, so if we bind it to **$**, then it should be able to parse $a symbol$. We can implement the reader macro as follows:

(defun symbol-reader ((rdr System.IO.TextReader)

(tbl Yarr.ReadTable)

(chr Int32))

(let ((sb (new System.Text.Stringbuilder))

c)

(while (and (!= (= c (rdr.Read)) chr)

(!= c -1))

(sb.append (the System.Char c)))

(the Yarr.Symbol (sb.ToString))))

(bind-macro-character #\! symbol-reader)

(bind-macro-character #\$ symbol-reader)

(prl (typeof !a symbol!))

(prl (typeof $another symbol$))

🡪

Yarr.Symbol

Yarr.Symbol

### Dispatch reader macros

The dispatch macro, which by default is bound to the pound sign (#), is special: it can invoke other reader macros, and pass them a numeric parameter. This reader macro is called the *dispatch macro*, because it can dispatch to other reader macros. For example, there is an array *dispatch reader macro* bound to the character **a**. So when reader sees the following in the input stream:

#2a((1 2) (3 4))

The reader discards the **#** character and invokes the dispatch macro. The dispatch macro then inspects the input stream for an integer, and collects it. In this example, the integer **2** is collected. Then the dispatch macro sees the **a**, and passes the **2** as a parameter to the *dispatch reader macro* bound to **a**, which in this case is the array reader.

We can write our own dispatch reader macros, and bind these dispatch reader macros by using the **bind-dispatch-character** macro. Dispatch reader macros have a signature similar to reader macros, but contain an extra parameter: the numeric argument collected by the dispatch macro. For example, suppose we want to write a reader macro that takes input of the form #*base*Nxxxx and parses the **xxxx** part as a number in base *base.* This would allow us to enter, for example, hexadecimal numbers such as #16n3ff3:

(defun radix-reader ((rdr System.IO.TextReader)

(tbl Yarr.ReadTable)

(chr Int32)

(radix Int32))

(rdr.read) ; the reader does not discard the character

; that we’re bound to, so get rid of it now

(let ((number 0)

c)

(or (> radix 1) (= radix 16)) ; default to base 16

(while (not (Reader.TerminatingCharP (rdr.peek)))

(= c (Char.ToLower

(the System.Char (rdr.read))))

(or

(and (>= c #\0) (< (- c #\0) radix))

(and (>= c #\a) (< (- c #\a -10) radix))

(throw "Incorrect number format"))

(= number (+ (\* number radix)

(if (and (>= c #\0) (<= c #\9))

(- c #\0)

(- c #\a -10)))))

number))

(bind-dispatch-character #\# #\n radix-reader)

(bind-dispatch-character #\# #\N radix-reader)

(+ #n1f #8N10)

🡪

39

Note that we can bind our dispatch reader macro to any two-character sequence, not just #n and #N. If we wanted to use @n and @N instead, we could have done that with:

(bind-dispatch-character #\@ #\n radix-reader)

(bind-dispatch-character #\@ #\N radix-reader)

In this case, we could *not* also bind a reader macro to **@**, since we have caused it to be bound to the dispatch macro.

# Scripting and Workflows

Scripts are added to CopilotBuilder workflows as workflow steps. When a script executes, the output of the previous workflow step, or the user’s input if the script is the first workflow step, will be bound to symbols in the script’s environment. The output of the script will be the input to the next workflow step, or the final output of the workflow if the script is the last workflow step.

## Script Input/Output

When running as part of a workflow, the following symbols will be bound in the environment before the script is executed:

|  |  |
| --- | --- |
| **Symbol** | **Binding** |
| \*message\* | Bound to the output string of the previous workflow step. If the script is the first workflow step, this will be bound to the user’s input |
| \*previous-result\* | Bound to an **IEnumerable** that contains the results of previous workflow steps (see below). If the script is the first workflow step, this will be null |
| \*context\* | Bound to the Microsoft Semantic Kernel **ChatHistory** instance that contains the context for the workflow. This will be null unless there are workflow steps sharing their context, and the current script is sharing its environment. See [Creating and managing a chat history object](https://learn.microsoft.com/en-us/semantic-kernel/concepts/ai-services/chat-completion/chat-history?pivots=programming-language-csharp) for more information about **ChatHistory** objects |

These symbols are dynamically scoped. Note that these symbols are not bound when executing/testing the script on the script editing page.

The **\*previous-result\*** symbol is bound to an **IEnumerable** collection of **ChatMessage** instances that contain the results of previous workflow steps. Each **ChatMessage** instance contains the following information:

|  |  |
| --- | --- |
| **Property** | **Contents** |
| AuthorRole | The Microsoft Semantic Kernel **AuthorRole** (enum value) of the author of this **ChatMessage** |
| Author | The name of the author of this **ChatMessage**. This will usually be the name of the Copilot that generated the message |
| Message | The output of the **Author**. This is what will be bound to the **\*message\*** symbol of the next workflow step if that step is a script |
| Citations | If the Message was produced by referencing one or more data collections, this property will contain a .NET **List** of citation instances (see below). Otherwise this **List** will be empty |

If applicable, the **Citations** property will contain a collection of **ChatMessageCitation** instances. These instances contain the following information:

|  |  |
| --- | --- |
| **Property** | **Contents** |
| DocumentId | The ID (GUID) of the document that was referenced. |
| DocumentName | The name of the document that was referenced. |
| CitationSegments | A **List** of segments, each containing a **Text** property with the citation text, and a **Relevance** property (**System.Double)**, indicating the relevance value of the **Text** |

If the script invokes the **pr** and/or **prl** functions during script execution, that output will be aggregated as the output of the script when the script terminates. If the script doesn’t invoke these functions, then the output of the script will be the result of the last Yarr statement executed in the script. This output will added to the **\*previous-results\*** list, and will be the input to the next workflow step (so it will be bound to **\*message\*** if the next step is a script). If the script is the final workflow step, the script output will be the final output of the workflow.

## Sharing Environments

By default, a script is run in its own environment, isolating it from other scripts in the workflow. To run multiple scripts in the same environment, uncheck the “Do not share this script's context with other scripts” checkbox. All scripts with this checkbox unchecked will run in the same environment.

If passing data between scripts by binding objects to symbols in the shared environment, those symbols should be dynamically scoped with **defparam** at the start of the first script in the workflow that uses them.

## Referencing Other Scripts

A script can invoke another script *via* the **load** function. For example, to execute the CopilotBuilder script named “My Common Script”:

(load "My Common Script")

The **load** function causes the specified script to immediately execute in the current script’s environment. This allows creating scripts that act as function libraries, or that execute common code.

Calls to the **load** function can be nested, *i.e.*, a script that is being **load**’ed can itself call the **load** function. However, if such **load** calls are nested more than ten calls deep, an exception will be thrown to prevent inadvertent circular references.